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Abstract—International standards are a key ingredient in the quality assurance of software intensive medical devices. One problem with such standards is that they often describe a life-cycle process that should be used to develop the system, rather than describe acceptance criteria to be applied to the system itself, thus guaranteeing safety directly in terms of the artefact’s attributes. In the past few years, the U.S. Food and Drug Administration (FDA) introduced a (strong) recommendation that manufacturers submit an Assurance Case in their submission for approval to market an infusion pump. This reflects a move towards a more product/evidence based approach to certification, compared with the primarily process based certification used in the past. The perceived advantage of an Assurance Case is that it obliges the manufacturer to make an explicit argument regarding the safety/security/reliability of their product, under expected operating conditions. Taking this idea one step further, we explore whether there are benefits to using an Assurance Case Template as a new kind of standard, replacing existing process standards, and we describe some benefits of doing this.

1 INTRODUCTION

Recently, the U.S. Food and Drug Administration (FDA) introduced a (strong) recommendation that manufacturers submit an Assurance Case\(^1\) that demonstrates the safety, security and reliability of any new infusion pump they want to market [2]. The motivation for this change in practice at the FDA, which previously required compliance with a process based standard, was the alarming rate of infusion pump failures [2], and the harm that this was inflicting on patients. These problems were apparent across a wide segment of manufacturers, and were occurring in spite of the fact that we have a number of international standards governing the manufacture of software intensive medical devices [3], as well as standards related to electrical and mechanical safety. A problem with many international standards of this type is that they make the unfounded assumption that following a life-cycle designed to produce safe, secure and reliable systems, will result in a system that achieves this. Having manufacturers use these “good” processes is, indeed, advantageous. It is simply not true that their use guarantees a “good” product [4]; this is true both in principle and in practice, as noted just above. We need to evaluate the quality of the product before declaring it fit for purpose. Of course, we can, and should, make our standards specify acceptance criteria on the product as well as on the process, but we do not have a good track record in this regard. The advantage of an assurance case is that its structure encourages (or should encourage) us to make our reasoning explicit as to why we believe that a system is safe, secure and reliable. The purpose of this paper is to propose that we use a product domain assurance case template (described later in this paper – see Section 4.1.3) as a new kind of standard for software intensive medical devices within that product domain. This de-emphasizes how the device is produced in favour of creating an explicit safety argument for it.

2 THE ROLE OF STANDARDS

The construction of a standard is a community effort and reflects a state-of-the practice approach to the subject matter of the standard. The purpose of a standard that relates to the development of medical devices is typically to specify requirements on the process used to develop the medical device, or requirements on the medical device itself. A useful standard will include acceptance criteria on the process and/or product that will help to reduce variance in conformance to critical properties of the device, such as safety, security and reliability. In any industrial domain, we can typically find a number of international standards that fulfill this role. In addition, if the domain is regulated, as is the medical device domain, the government appointed regulator in the country in which the device is to be marketed will likely issue regulatory requirements that may reference international standards. In many regulatory jurisdictions, compliance with relevant standards and regulatory guidelines is a necessary prerequisite to obtaining approval to market that device.

3 PROBLEMS WITH STANDARDS

A useful definition of a standard is given by the ISO:

Standards are documented agreements containing technical specifications or other precise criteria to be used consistently as rules, guidelines or definitions of characteristics, to ensure

\(^1\) The FDA refers to it specifically as a Safety Assurance Case, emphasizing the safety aspect of the case, and has published an updated version of the Guidance document [1].
that materials, products, process and services are fit for their purpose [3].

The use of standards has several potential benefits as described in Section 2. However, there are also problems and limitations with current standards that affect how useful they are in governing the development and certification of software intensive systems. Below, we summarize potential weaknesses in current standards.

**Most software related standards are primarily process based:** Other than requirements on test results, most current standards (from IEC, ISO and IEEE, for example) place requirements on the development process rather than on the product itself. As a result, compliance with such a standard is not a totally convincing reason for believing that the developed product is safe, secure and reliable; at best it is a statistical guarantee about the class of devices and not at all about a particular device.

**Outdated standards:** Process based standards encode best practice at the time they were written, and may eventually prevent developers from adopting best practice [5].

**Complex and ambiguous:** Many standards are incredibly complex, and are often hundreds of pages in length. Common terminology can have different meaning in different standards, and different terminology may be used for similar concepts [6]. There are usually good reasons for a specific clauses in the standard, but little or no rationale is included, and so the argument as to why non-compliance with any particular clause will lead to a lower quality product is typically also absent.

**Checklist based completeness:** Standards promote checklist based task completion that does not consider the technical quality of the process or the product – acceptance criteria are typically woefully inadequate or missing. Checklist completeness may be used to simplify the task of quality assurance, but without adequate acceptance criteria it cannot begin to succeed in evaluating the safety, security and reliability of the developed product.

**Lack of design and technical detail:** The majority of standards address software life-cycle processes, software development activities, and guidelines that aim to develop high-integrity software, without giving sufficient design and technical details, nor any particular software engineering methods to achieve the normative requirements [7].

**Excessive documentation:** Blind compliance with standards may produce excessive documentation. Lack of rationale and explicit acceptance criteria may lead manufacturers to produce documentation that is either not required or does not contribute to the development of a quality product. They do this to comply with required requirements in the standard, or because they are not sure what is required and over-compensate. This consumes resources in both the development and approval processes, and much of it may not contribute to system safety (for instance) at all.

**Not adopted by small companies:** The majority of small companies perceive existing process standards as being focused at large organizations. Small companies do not have the resources to implement some of the process requirements in standards (consider team independence, for example) [8].

### 4 A NEW KIND OF STANDARD

The problems described in Section 3 are not insurmountable, and there are a number of approaches available to us that could be effective. However, it occurred to us that there is an alternative approach that may be more effective. This approach is based on Assurance Cases.

#### 4.1 Assurance Cases

An Assurance Case is a modern generalization of the Safety Case [9], and safety cases have been in use for over 50 years, especially in the United Kingdom. An assurance case provides a structure in which the developer of a product makes a claim regarding critical properties of the product (e.g., safety, security, reliability), and then presents an argument that validates that claim. The argument typically uses a decomposition of that claim into sub-claims that are eventually supported by evidence. There are a number of notations and tools for assurance cases, the most popular notation being Goal Structuring Notation (GSN), developed by Tim Kelly [9]. Figure 1 gives an idea of what an assurance case may look like, represented in GSN. It is taken from the GSN Community Standard website [10]. Goals in GSN represent claims; Solutions in GSN represent evidence; Strategies in GSN are used to explain why and how a claim was decomposed into specific sub-claims; Justifications in GSN are used to explain why a strategy was chosen and is appropriate; and so on.

##### 4.1.1 Perceived Benefits of Assurance Cases

There are many benefits of assurance cases expressed by communities that have been using them. These benefits range from the explicit, detailed documentation of the ‘case’, to the traceability of evidence to a specific claim facilitated by the structure of the ‘case’. A major benefit that is often expressed is that the argument related to the validity of the claim(s) is made explicit in the assurance case, and that this facilitates determining whether or not the top claim in the structure is valid – or, what confidence we have that the claim is valid. A well-structured assurance case can facilitate the identification of gaps between claims, arguments, and evidence in the constructed ‘case’.

##### 4.1.2 Problems with Assurance Cases

Every methodology has its problems. Assurance Cases are no different. There are a few important problems we want to highlight.

**Argumentation:** The most important problem with many current assurance cases is that the argument linking claims to sub-claims and eventually to evidence is simply not explicit. We say this because current assurance cases make explicit the structure of claim decomposition and the link of evidence to a specific sub-claim. While this structure is useful, this is not the same as making the argument explicit so that we can determine its validity. For example, consider Figure 1 again. G1 (the top-level claim) is decomposed into two sub-claims, G2 and G3. Usually there would be a strategy component that explains why this decomposition was selected. In this case there is no strategy provided. So, let us turn to the decomposition of G3 into the sub-claims G7 and G8. In this case there is a strategy provided, S2.
Also, S2 simply puts into words the same information we can glean from the arrows and the descriptions of G7 and G8. Of course, this example is only being used to describe how the GSN components may be used to document an assurance case, and perhaps real assurance cases are not like this at all. Unfortunately, many are. However, we cannot cite publications to support our view. We have seen real, industrial assurance cases that lack this explicit reasoning – but, like many such cases, they are proprietary and we cannot cite them. More importantly, even if the strategy were better worded, at best it would describe a rationale for decomposing G3 into G7 and G8 – it would not provide an argument as to why, if G7 and G8 are both proven to be valid, it would follow that G3 must be true. This is what is missing. We should point out that this is not an inherent flaw in assurance cases, it is simply reflective of current practice.

One-off structures: Another problem with assurance cases is that if every assurance case is structured differently, it will be extremely difficult for both developers and regulators to build experience in detecting flaws in assurance case structure/arguments in their domain [11]. This is especially true for regulators of medical devices, such as the FDA who have to evaluate thousands of submissions every year.

Top-level decomposition: Safety Cases have often been structured by showing how all (known) hazards have been eliminated or mitigated. We are convinced that this is not the best strategy for structuring assurance cases, even when we are assuring safety. Our opinion is that we have to show that the system (medical device in our case) “produces the consequences for which it was designed” [12]. This is important because if the system does not deliver on the behaviour its users expect, those users often find workarounds, which can seriously impact the safety we thought we had assured. For instance, we have heard discussion on the use of radiation machines, where, in the case of obese patients, a protective cone has been removed because otherwise the patient could not be treated at all. Such behaviour is often considered to be unlikely during the development of the hazard analysis, and may not have been mitigated adequately. In addition, the system has to be as safe and secure as we can make it, in the face of unknown hazards as well.

Safety should be designed-in: Almost all researchers in the safety community know that safety is designed into a system right from the start. Proponents of safety/assurance cases have made it clear that an assurance case is not something that is documented after the system is built to be presented to a regulator [13]. However, for whatever reason, that message does not seem to be universally recognized. Too many assurance cases seem to be developed solely to convince a regulator that the system is safe and secure, and are thus documented after system development has been completed, or perhaps, while the system is being developed. We are not able to cite specific examples, but can simply say that other researchers have made the same observation [14], [15].

4.1.3 Suggested Solutions

Argumentation: We need to provide both the strategy (a top-down explanation of why the claim decomposition was chosen), and the argument (bottom-up rigorous reasoning that demonstrates that the combined effect of the decomposed claims implies that the parent claim is valid). Strategies in current assurance cases seem quite superficial and often say little more than we can see from the graph structure itself. The strategy should provide the insight that led to

Fig. 1. GSN Community Standard Example [10]
the decomposition of a (sub-)claim, and this should include decisions made to support the bottom-up argument we believe is essential. This bottom-up argument will require expertise in argumentation that is currently not wide-spread – in fact, other than researchers who are still divided as to how to structure these arguments (this level of knowledge would not be common in any engineering community), many users of GSN seem unaware that there is a problem. The combination of strategy and argument helps us build much more robust ‘cases’. Interestingly, the original plans for GSN and earlier work on GSN such as [16] are very much in the spirit of what we have said here. There was explicit realization that the bottom-up argument is also required. As mentioned earlier, this is not a deficiency in assurance cases – but it is a pervasive problem in many current assurance cases. A standardized template, as described below, could help in this regard.

**Standardized template:** A number of solutions to limiting the variety of assurance cases have been proposed. Two of these are closely related – safety case patterns [9], and assurance case templates [11]. Safety case patterns were originally described as “A means of documenting and reusing successful safety argument structures” [9]. The idea here is that an assurance case could be composed primarily of well-known (decomposition) patterns. This is reminiscent of design patterns [17], that are widely used in software design. An extension of this idea is an assurance case template, which is an almost complete assurance case structure that can be determined before development starts, in which missing details are provided during development, and some elements may be modified during development. We believe this works well within a specific product domain. For instance, we may use one assurance case template for infusion pumps, and a different one for radiation treatment machines. The assurance case template approach includes a complete, documented argument, examples of evidence and associated acceptance criteria that must accompany the ‘case’. The argument and evidence would continue to drive development even when the template has a placeholder for details relevant to the specific device. This would enable modifications to the ‘case’, since the effect of the modification would be known and the argument then could be reconstructed. An assurance case template for insulin pumps was described briefly in [18]. Without templates or patterns, developers will still reuse components from previously constructed assurance cases. However, this reuse has the same problems associated with it as those described in [19], that is:

- artefacts being reused inappropriately;
- reuse occurring in an ad-hoc fashion;
- loss of knowledge;
- lack of consistency/process maturity;
- lack of traceability;

and to this we can add – the underlying argument may not be understood well enough.

**Top-level decomposition:** We decided early in our work that we should not structure the decomposition of the assurance case claims by mitigation of all identified hazards. This, then raises the question as to how we do structure it. The answer seemed straightforward. We should do what we have been doing for years in terms of how we plan our current projects. This leads to the top-level structure shown in Figure 2. This figure cannot show enough detail because of length constraints on the paper. S1 and R1 would be more detailed, and relevant assumptions, justifications and context would help in understanding the thoroughness of the approach, as well as lay the foundations for the appropriate arguments. The claims and evidence related to mitigation of hazards are now embedded lower down in the structure. For example: the claim that system level hazards have been identified and mitigated is in a sub-claim path below G2, and the claim that there are no unmitigated hazards (at all) forms a sub-claim path below G3. If we are intent on implementing an iterative hazard analysis, this seems an appropriate and effective way to do it.

**Planning a safe and secure system that is fit for purpose:** Anyone who has developed a safety-critical software intensive system knows that the system is designed to be safe and secure when development is planned (as well as deliver functionality that will serve the needs of its users). It is not built on the hope that it will be safe. We use our knowledge and experience of what did or did not work for previous, similar systems. We plan a development process, and put in place checks and balances to monitor the quality of our product and process as we proceed. Some of this knowledge is captured in the standards we have to comply with. There is also knowledge in the corporate memory, and in process documents developed by the company. An assurance case template is an excellent way of documenting this knowledge. We discuss how to do this, as well as the benefits of using an assurance case template, in more detail in Section 4.2.

### 4.2 Assurance Case Templates as Standards

Once we had decided to use an assurance case template to drive development and both specify and monitor compliance with acceptance criteria on product and process, it occurred to us that we should consider replacing existing standards by such a template. We acknowledge that there is much work to be done to validate the feasibility and
efficacy of this approach. However, this paper is a first step in reporting on initial work we have done in exploring this option, and to exhort others to consider it, discuss it, and to build example templates.

In addition to assurance case researchers exhorting developers to build the assurance case early in the development cycle, our interest in using the assurance case, in the way we describe below, was inspired by the work of John Knight and colleagues on Assurance Based Development (ABD) [20]. After working on using assurance case templates and exploring their potential to replace standards, we were informed of a talk given by John Knight [21], in which he outlined the use of an assurance case as an alternative to the avionics standard DO-178B.

Most of our work is involved in how to build and evaluate the software in software intensive systems. However, we realize that there is more to these systems than software – and there are a variety of standards that apply to the manufacture of a medical device. The assurance cases we build are assurance cases for the safety, security and reliability of the complete system. It may be that there are aspects of existing standards that do not currently fit easily within the type of assurance case template we envisage. Our intent is to explore how they can be incorporated. In the meantime, the assurance case template may need to be supplemented by such standards.

With reference to Section 3, we briefly indicate how an assurance case template based standard would help alleviate some of the problems with standards that we identified. Not primarily process based: It should be clear from the top-level decomposition (Figure 2) of the assurance case template we designed that the template is not primarily process based. Confidence in the argument will be dependent on the specific product evidence obtained and the degree to which the acceptance criteria are met. The template will not jettison all process related requirements. Even in product focused certification approaches, a process, sometimes just phases in an idealized process, is important in obtaining relevant evidence and overall confidence in the quality of the product [4].

Takes longer to become outdated: Assurance case template based standards may need updating less often than process based standards. Process based standards are updated when the state of the practice changes as regards how we believe we can achieve the quality goals relevant for that domain. The actual goals, evidence and acceptance criteria, if we actually identified them, may not have changed. An assurance case template is more focused on the evidence, argument and acceptance criteria, and as such, will be less likely to need to be changed as frequently.

Coping with complexity in the document: This new standard will be complex, in that it will be large and more detailed than many existing standards. It should be a lot easier to make it unambiguous in that it will be more internally consistent. The structure of the template makes this easier to achieve than in existing standards, that do not have the same explicit argument structure. Good assurance case tools that take advantage of the structure will make it easier to negotiate such a standard.

Less prone to checklist compliance: We have to be cognizant of the fact that a template always opens the door for ‘mindless compliance’ – similar to the checklist based completeness problem we observed in current standards compliance. However, the integral assumptions, evidence requirements and acceptance criteria accompanying the assurance case should mitigate against this. In addition, the template will not contain details for the specific product; these have to be obtained during the development of the product, and then documented in the template.

Appropriate technical guidance: With more explicit direction than in current standards, together with (again) evidence requirements and acceptance criteria, developers will know what is expected of them, and will not need to produce unnecessary documentation in the hope that it strengthens their regulatory case.

May be easier for smaller companies to adopt: Explicit direction will also make it possible for small companies to comply with standards more easily than they can now. However, the technical requirements may be more stringent and require better trained people.

4.2.1 Community Development

To use an assurance case template as a standard, we have to develop the template in much the same way we do conventional standards. We need contributions from all stakeholders – industry, academia, and regulatory bodies. Each assurance case template has to reflect the expectations of the product domain, and in particular, must result in compliance with the requirements imposed by the appropriate integrity level. It must also result in compliance with the principle of As Low As Reasonably Practicable (ALARP), with regard to the residual risk in the product. There are real benefits in having the template developed as a community effort. Templates evolved through community development should benefit from input from a diverse group of experts. Members of industry can provide valuable input on practical development processes, members of academia can propose enhancements driven by their research to be tested in practice, and members of regulatory agencies can use the vast data collected from adverse events to further enhance them. Flaws found in a template can be corrected in a timely way to prevent multiple occurrences of similar mistakes. Every developer in the domain would use the latest approved template. The principal benefits are thus similar to those that apply to community development of standards, namely that communal expertise can be more than the expertise of a chosen few, and that industry is more likely to ‘buy-in’ to the effort required to comply as well as recognize the benefits of compliance. Specifically for assurance case templates, there is important and much needed consensus to obtain as to what evidence to produce and the acceptance criteria to be used.

4.2.2 Further Benefits

One of the ideas behind using the template as a standard is that the template will provide better guidance to developers than a traditional standard could. One of the major differences in using an assurance case template as a standard is that, currently, standards actually represent minimum requirements on the development process (and some aspects of the product). We envisage the template as much more definitive, as well as explicitly including
evidence and acceptance criteria to satisfy compliance with ALARP.

A crucial assumption in all the research and development related to assurance cases is that they provide a structure that, with the information contained within the structure, presents a compelling demonstration that the system of interest possesses the properties and attributes claimed in the assurance case. This is certainly true when the assurance case is well-structured (the argument at the base of the assurance case is valid) with relevant evidence tied to specific sub-claims.

An assurance case template describes lifecycle artefacts that provide the evidence needed to support sub-claims of the system. It also describes acceptance criteria on that evidence. Once the developer fills in the details relevant to the specific system they are building, examination of this evidence helps the regulator build confidence in the validity of the assurance case that is presented. The use of a community developed assurance case template will help in three important ways:

- the argument on which the ‘case’ is based should be solid since people with the requisite skill and knowledge to build and confirm the argument will be members of the team;
- most developers will use the template without much modification, filling-in details in appropriate places. This will allow regulators to build expertise in evaluating the cases submitted to them;
- Regulators, like the FDA, are loath to prescribe in any detail how manufacturers should manufacture the device. An assurance case template fits this kind of regime splendidly since the template typically details much more what – evidence and acceptance criteria – than it does how to attain the evidence or how to achieve the acceptance criteria.

In earlier sections (see for example Section 4.1.2) we noted that most industrial assurance cases today are proprietary. This is a great pity since manufacturers cannot see examples of good (and bad) assurance cases that would help them build their own expertise. One additional benefit of a community assurance case template is that it would not be proprietary. It would be available to all (although judging by current practice it may be expensive), and would serve not only as a standard in the traditional sense, but would also serve as an example of a good assurance case.

4.2.3 Evidence of Benefits

FDA Approved infusion pumps have resulted in patient deaths due to buffer overflows in their software [22] despite the fact that such errors are easily detectable using commercially available static analysis tools. In its latest guidance, the FDA now recommends that, to help demonstrate software safety, a manufacturer should provide a static analysis of all software in the infusion pump system [1]. This effectively becomes evidence for, amongst other things, demonstrating that the manufacturer has a high degree of confidence that the system will be free from runtime errors such as buffer overflows. By making explicit the recommended claim (the software is free from common runtime errors), argument (because static analysis found no unresolved anomalies), and evidence (results of the static analysis), the FDA is providing clarity on known hazards and their mitigations, while not preventing a manufacturer from innovating in how they deal with the issue by, for example, using a strongly typed language and certified compiler. In fact, the assurance case presents the capability for the manufacturer to build confidence in their defence-in-depth approach by showing that the use of a static analysis tool was augmented by the use of the strongly typed language and certified compiler.

5 Conclusion

We have proposed that we use a product domain assurance case template as a standard for the development and licensing of medical devices within that product domain. Assurance cases are growing in acceptability as an excellent methodology for determining the confidence we have that a medical device is safe, secure and effective. Taking this one step further, if we develop an assurance case template, an almost complete assurance case with placeholders for yet to be determined sub-claims and details of generated evidence, then even at this early stage, there seems to be sufficient reason to believe that eventually we will be able to use such a template instead of current process based standards to guide both development and regulatory evaluation of a medical device.
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